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Abstract. Triangulating a set of scattered 3D points is a common
approach to surface reconstruction from unorganized point clouds. Be-
sides several Voronoi-based and incremental algorithms, a recently pre-
sented technique parameterizes the sample points and uses a Delaunay
triangulation of the parameter points in the parameter domain. This
method is limited to reconstructing surfaces that are homeomorphic
to a disc, and we show how it can be extended to handle spherical
topology as well.

§1. Introduction

The problem we consider can be stated as follows: given a set V = {vi}
of points vi ∈ IR3, i = 1, . . . , n, find a triangulation T with these points
as vertices, V (T ) = V . Some methods for solving this problem are based
on the Voronoi diagram and the Delaunay tetrahedrization of the points
[2–4]. Other incremental algorithms start with a single edge or triangle
connecting two or three of the given points and successively add more
points by generating additional edges and triangles [5,13,16].

In this paper we extend a method that was proposed by Floater and
Reimers [12]. They observed that the usual linear parameterization meth-
ods for triangulations do not require the vertices to be organized in a
globally consistent triangulation. The only information needed for setting
up the linear system in the case of harmonic maps [8,17], shape preserv-
ing [9], or mean value parameterizations [10] is the triangle fan around
each vertex, in other words an ordered set of neighbours N(v) for each
v ∈ V . And computing the distance weights for the spring model pa-
rameterizations [14] does not even require this ordering but an unordered
neighbourhood N(v) only. Several ways of defining neighbourhoods of
unorganized points will be explained in Section 2.
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Fig. 1. Choosing different radii for the ball neighbourhood.

Once these neighbourhoods are specified, it is possible to apply one of
the linear parameterization methods to determine parameter points ψ(v),
one for each v ∈ V , and use one of the standard methods for triangulating
points in two dimensions, e.g. the Delaunay triangulation, to find a trian-
gulation S of the parameter points ψ(v). Finally, a triangulation T of the
given point cloud can be obtained by collecting all triangles [u, v, w] for
which [ψ(u), ψ(v), ψ(w)] is a triangle in S.

The drawback of this method is that it can only handle point sets
that are assumed to be sampled from a single surface patch, i.e., a surface
that is homeomorphic to a disc. However, more complex point sets can
be split into several patches and each patch triangulated separately. In
Section 3 we show how this can be done for points sampled from a surface
homeomorphic to a sphere. For a better understanding of our algorithm,
we explain its details by means of an example in Section 4.

§2. Local Neighbourhoods

The simplest way of defining a set of unordered neighbours N(v) for a
point v from a point cloud V is motivated by discretizing the concept of
neighbourhood on the surface from which the data was sampled. Suppose
the underlying surface is a two-manifold M , and let d(v, w) be the geodesic
distance, i.e., the Euclidean length of the shortest path in M connecting
v and w. Then we can define for each v ∈ M the (open) r-neighbourhood

Nr,M (v) = {w ∈ M : 0 < d(v, w) < r}

for some radius r > 0 and the discrete version

N̂r(v) = Nr,M (v) ∩ V

for the data set V ⊂ M . Of course, M is unknown and we cannot deter-
mine N̂r(v) this way, but the ball neighbourhood

Nr(v) = {w ∈ V : 0 < ‖v − w‖ < r}

is a good approximation as long as the ball radius r is adequately chosen.
If r is too large, then it may happen that the neighbourhood of a vertex
contains points that were sampled from a different part of the surface and
if r is too small then the set of neighbours can be empty for some points
(see Figure 1).
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Fig. 2. Connectivity graph of the data set to the left for different ball neigh-
bourhoods (top) and different numbers of nearest neighbours (bottom).

A data set V ⊂ M is said to be ρ-dense [15] if ρ is the smallest
value such that any sphere with radius ρ and center in M contains at
least one point in V . For a ρ-dense data set we can assure Nr(v) �= ∅
for all v ∈ V if r ≥ 2ρ and if the distribution of the points is reasonably
uniform in addition, r = 2ρ usually is a good choice. However, determining
ρ remains a rather computationally expensive task, and it is simpler to
choose r interactively. More details can be found in [1].

If the density of the point set V varies, it might be preferable to adapt
r to the local density of V in order to avoid big differences in the size of the
neighbourhoods. Another strategy is to fix the size of N(v) and let each
neighbourhood consist of the k nearest points to v. In practice, k ≈ 10
has proven to give good results.

Figure 2 illustrates the effect of choosing different values for r and
k by showing the connectivity graph G = G(V,E) of the data set which
consists of the vertices V and all edges

E = {[v, w] : w ∈ N(v) or v ∈ N(w)}

that are defined by the local neighbourhoods. Note that the neighbour-
hood NG(v) of v ∈ V defined by this graph is symmetric and may be
larger than N(v) as in general w ∈ N(v) implies v ∈ N(w) only for the
ball neighbourhood.

The ball neighbourhood as well as the neighbourhood defined by the
k nearest points are unordered and allow to use parameterization methods
based on distance weights. But computing harmonic, shape preserving,
or mean value weights further requires the neighbours of each point to
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Fig. 3. Projecting the unordered neighbours into the least squares plane (left)
and computing the Delaunay neighbourhood (right).

be ordered. This can be done as follows. Let N(v) = {v1, . . . , vn} be
the unordered neighbours of a point v ∈ V . Then we first compute the
least squares plane Pv of {v} ∪ N(v) and project v and N(v) orthogo-
nally into Pv, yielding new vertices v′ and v′

1, . . . , v
′
n. A slightly different

approach is to rotate the vertices in N(v) into the least squares plane of
N(v) through v [13]. However, in both cases we proceed by computing
the Delaunay triangulation T ′ of the new vertices, defining the Delaunay
neighbourhood

N ′(v) = {vi ∈ N(v) : [v′, v′i] ∈ E(T ′)},

and order the vertices w in N ′(v) in the same way as the corresponding
vertices w′ around v′ in T ′. The process is illustrated in Figure 3.

§3. The Algorithm in General

For triangulating a point cloud V that is sampled from a two-manifold M
that is topologically more complicated than a disc, we can adapt the idea
of Floater et al. [11] for partitioning triangulations with general topology.
That is, we start with a coarse triangulation D with m triangles whose
vertices V (D) are a subset of V and which has the same topology as M .
Then we partition the point cloud V into m subsets V 1, . . . , V m such that
each V i corresponds to one of the triangles Ti ∈ D.

For each edge [v, w] in E(D) we find the shortest path in the connec-
tivity graph G(V,E) connecting v and w, say

Γ(v, w) = [u1, u2] ∪ [u2, u3] ∪ · · · ∪ [ur−1, ur],

where u1 = v, ur = w, and [ui, ui+1] ∈ E. A common algorithm for
determining shortest paths in a graph is Dijkstra’s algorithm [6].

We further let Pvw = {u1, . . . , ur} be the set of vertices traversed by
this path and define the boundary vertices as their union

VB =
⋃

[v,w]∈E(D)

Pvw.
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Fig. 4. The vertices traversed by the shortest paths between u, v, and w are col-
lected in the sets Puv, Pvw, and Pwu. The vertices that are surrounded
by these boundary vertices are defined as the interior vertices V i

I .

The remaining interior vertices VI = V \ VB are then split into disjoint
subsets V 1

I , . . . , V m
I such that for each triangle Ti = [u, v, w] in D, the

corresponding set of interior vertices V i
I is bounded by the shortest paths

connecting u, v, and w (see Figure 4). We collect all vertices traversed by
these three paths in the set of boundary vertices V i

B = Puv ∪ Pvw ∪ Pwu

and finally let V i = V i
B ∪ V i

I for all i = 1, . . . , m.
We can now apply the method of Floater and Reimers [12] to each V i,

yielding triangulations T i whose union T = T 1 ∪ · · · ∪ T m gives a trian-
gulation of the whole point cloud V . Note that the order of the boundary
vertices V i

B as required by the meshless parameterization method [12] is
given by the sequence of vertices in the shortest paths.

The final triangulation T is topologically equivalent to D because
the boundaries of the reconstructed patches T i align in the same way as
the corresponding triangles Ti. Consider two neighbouring triangles Ti,
Tj in D and their common edge [v, w]. Then the shortest path between
v and w in G is part of both the boundaries of T i and T j . In fact,
Γ(v, w) = T i ∩ T j .

§4. The Algorithm in Detail

For a better understanding of this algorithm, the following example may
be helpful. The point cloud V in Figure 5 was sampled from an object
homeomorphic to a sphere and we therefore chose the simplest triangula-
tion representing this topology, namely a tetrahedron D. As vertices we
took those vi ∈ V that maximize 〈v − s|wi〉, where s is the centroid of
V and wi are the vertices of a regular tetrahedron, centred in the origin.
In the next step of the algorithm we split the interior vertices into four
subsets V 1

I , . . . , V 4
I , each corresponding to one of the four triangles in D.

Figures 6 and 7 illustrate how this is done.
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Fig. 5. Point cloud of a cat with 1,458 points (left), connectivity graph using
the 12 nearest neighbours (middle), tetrahedron D and shortest paths
corresponding to the edges of D (right).

Fig. 6. Detecting interior vertices by first growing the shortest paths (left), then
finding a connected component in the connectivity graph (middle), and
finally growing that region (right).

Firstly, we temporarily enlarge the set of boundary vertices by adding
all neighbouring vertices

V ′
B = VB ∪

⋃

v∈VB

NG(v),

and keep repeating this process until the number of connected components
Gi in the connectivity graph of the remaining vertices V ′

I = V \V ′
B equals

the number of triangles in D. Then we let V i
I be the vertices of the

subgraphs Gi.
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Fig. 7. Close-up view to the connectivity graph with shortest path (left). In-
terior vertices are found by growing the shortest paths (middle left),
finding connected components in the connectivity graph (middle right),
and growing these regions (right).

Fig. 8. Reconstructing one of the subsets V i. Connectivity graph (left), pa-
rameterization (middle left), Delaunay triangulation (middle right), and

triangulation T i.

Secondly, the subsets V i
I are enlarged by adding the “missing” interior

vertices. We assign each vertex in V ′
B \ VB to the closest patch V i

I , where
distance is measured in the connectivity graph. For that purpose we used
the Dijkstra algorithm on G with all v ∈ V ′

I as source points and with a
mechanism to retrieve for each vertex v ∈ V the closest source point.

Thirdly we identify each subset V i
I with a triangle [u, v, w] ∈ D and

add the boundary vertices in sequence,

V i = V i
I ∪ Puv ∪ Pvw ∪ Pwu.

Finally, we reconstruct each subset V i with the meshless parameteri-
zation method, yielding triangulations T i (see Figure 8) which are finally
merged to the triangulation T of V shown in Figure 9. Although it looks a
bit crinkly, it is a topologically correct triangulation which can be further
optimized,e.g. with the method of Dyn et al. [7]. Figure 10 shows another
example.
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Fig. 9. Final reconstruction T with 2,912 triangles before (left) and after opti-
mization (right).

Fig. 10. Point cloud of the fandisk with 6,475 points and shortest paths (left),
reconstructed triangulation with 12,946 triangles before (middle) and
after optimization (right).

§5. Conclusion

We have presented a method for triangulating point clouds that reduces
the computational complexity by splitting the problem into subproblems,
each of which can be solved with the method of Floater and Reimers [12].
We have also shown how to automatically generate a suitable base mesh
D in the spherical case. In order to handle general topology we need a
base mesh that meets the following requirements.

As the algorithm creates triangulations that are topologically equiva-
lent to the base mesh, D must provide the correct topology. Furthermore,
the shortest paths Γ(v, w) that correspond to the edges [v, w] of D must
not intersect and meet at the vertices of D only. Otherwise, degeneracies
may be present in the reconstructed triangulation, and our method for
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splitting the interior vertices into disjoint subsets can even fail. In fact, if
one of the regions that are bounded by the boundary vertices V i

B contains
only few points, the growing procedure of the boundary vertices may “eat
up” all interior vertices of that region or split it into disjoint components.
It is in other words better to avoid long thin triangles in D.

We also realize that D does not necessarily have to consist of triangles
but can be a more general polyhedral object. The user could therefore
specify some vertices of V by hand and connect them either by shortest
or by interactively defined paths such that the so defined D meets the
requirements. We are currently investigating methods to automate the
construction of suitable meshes for general topology and hope to report
on the results elsewhere soon.
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